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Exercise 6.1 – A generic container class 
 
The goal of this exercise is to rewrite an class Array that mimics the behavior of a 
C++ array, into a template class Array that works for any data type 
 
• Start with the input class ex6.1/Array.hh that implements a simple 

implementation of an array of double values.  
 
Convince yourself that the class correctly implements the constructor, 
destructor, copy constructor and assignment operator. 
 

• Change the class Array into a template class Array. 
 

• Use class Array in a small test program to store an array of int and to store 
an array of const char* strings. 
 

• Does the code in operator[] look safe to you? What happens if you try to 
access element 1000 of an array of length 10? 
 

• Change the non-constant version of operator[] such that when an element 
beyond the range of array is accessed, the array is automatically extended to 
include that element using the resize() function. 
   

o When testing the updated operator[] for the scenario where it accesses a previously 
unallocated element 1000 please note that its value will not be initialized, unless you do 
so yourself in the main program. In particular, you will see that if you try to print a 
const char* value that you did not explicitly initialize yourself, your program may 
crash as it likely points to a random memory address. The solution is to not print 
values that you did not initialize yourself beforehand.  
 

o NB: For operator[]() const the above solution cannot be made to work (and is not 
requested in this exercise) – a proper solution for what to do here will be introduced in 
Module 9, which covers exception handling. No solution is required here (in ex 6.1) 

 
 
 
 
 
 



Exercise 6.2 – Revisiting the class Stack 
 
The goal of this exercise is to revisit the Stack class from module 3 and revisit its 
storage strategy from a ‘raw’ C++ array into the use of the ‘smart’ class Array 
 
• Copy the provided solution for the Stack class from module 3, its main 

program as well as the Array class from exercise 6.1. Compile the code and 
verify that works OK. 
 

• We will now rewrite class Stack to use class Array for internal storage.  
Start with the data members of class Stack: In the solution of Ex. 3.2, the data 
is stored using an array double *s with an associated length int len.  
Replace these two data members with an Array<double> s.   
(Don’t forget to include the Array.h header file in Stack.h) 
 

• There are several places in the code of Stack that use the length of the internal 
memory buffer that used to be stored in len. This information is now available 
from Array<double> s, so replace each occurrence of len in the code with a 
call to s.size(), which reports the size of the buffer in s. 
 

• Adapt the constructor to initialize all data members: initialize s by calling its 
constructor with the size that is passed to the Stack constructor, and set the 
initial value of count to 0, as usual. You can eliminate the function init(), 
since it is now superfluous.		
 

• Remove the grow() function entirely since its functionality is now mostly 
absorbed in Array. In push() replace grow() with a call to s.resize() that has 
the same effect 
 

• Test the modified Stack class with the main program. 
 

• As a final step, turn class Stack into a template class Stack. To do so, you 
need to change any reference to type double to a template type T in the code, 
and add a template<class T> line to the class declaration. 
 

• Test the template class Stack<T> with the main program. First try this with a 
Stack<double>, then with a Stack<const char*>  
 

 
 
 


